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DEVELOPMENT OF AN ALGORITHM FOR 
CODE CLONE DETECTION IN SOURCE CODE 
BASED ON ABSTRACT SYNTAX TREE

The object of research of this work is the algorithm for searching for duplicates in the program code based on 
the Abstract Syntaxes Tree (AST). The main tasks solved within the framework of this study are the detection of 
duplicate code and the search for vulnerabilities in the program code.

The obtained results showed that the proposed algorithm is resistant to type 1 and 2 clones, which means its 
effectiveness in detecting similar code fragments with identical or variant text. However, for type 3 and 4 clones, 
the algorithm may show less efficiency due to the change in the AST structure for these types of clones.

Experimental studies of the proposed algorithm showed that the algorithm can detect matches between unrelated 
files due to the presence of typical AST chains present in many programs. This can lead to a certain level of false 
positives in the detection of duplicates.

Testing of the algorithm in the task of finding vulnerabilities showed that:
1. The best recognition is observed for the «SQL injection» vulnerability, but it also has the highest number  

of false positives.
2. Memory leak and null pointer dereferencing vulnerabilities are detected with equal effectiveness and 

false positives.
3. «Buffer overflow» has the lowest recognition rate but fewer false positives compared to «SQL injection».
The study showed that the use of AST allows for the effective detection of duplicate code and vulnerabilities 

in the software code. The developed tool can help software developers reduce maintenance efforts, improve code 
quality, and ensure software product security.
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1.  Introduction

In the modern world, the detection of duplicates in the 
program code is an important scientific and technical task, 
which requires adaptation of the developed algorithms to 
the requirements of speed and accuracy. The problem of 
code duplication has a significant impact on the efficiency 
of the software development process, as it leads to un-
necessary maintenance effort, delays in making changes, 
and overall degradation of code quality. In addition, the 
presence of duplicates increases the risk of errors, because 
making changes to one piece of code may require repeated 
modification of all its copies.

The application of algorithms for finding duplicate code 
also plays an important role in the context of detecting vul-
nerabilities in software code. Duplicate code can be an indica-
tion of potential vulnerabilities because vulnerabilities can be 
transferred or replicated to multiple locations in the software. 
Thus, the use of duplicate detection algorithms helps to identify 
these clones and identify potential security issues, thereby 
improving the quality and reliability of the software product.

Duplicate code, or clone, can be defined as a piece of 
code that is similar to another piece of code in some way. 

According to the generally accepted taxonomy of code du-
plicates [1], the following types of clones are distinguished:

– Type-1: identical code except for tab characters.
– Type-2: code fragments are structurally and syntac-
tically identical, only user-defined identifiers such as 
variable, type or function names and comments change.
– Type-3: combination of Type-1 and Type-2 clones 
with additional modifications of operators, functions 
and permutations in the code.
– Type-4: code with similar semantics that performs the 
same business task, but the code structure is different.
The problem of detecting duplicate code has been studied  

for a long time, so there is a significant amount of research 
in this area [2]. Despite this, to date there is no generally 
accepted classification of approaches to duplicate detection.  
Therefore, let’s focus on the work [3], in which the authors 
identified the following approaches: textual, lexical, tree-
based, metrics-based, semantic and hybrid.

Methods based on text [4] and lexical [5] approaches 
have the following limitations. They do not use information 
about the general structure of the code, which negatively 
affects the classification accuracy, and are also not effec-
tive for detecting Type-4 semantic clones.
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Methods based on metrics achieve high accuracy of du-
plicate detection, but they are not effective in the tasks of 
detecting vulnerabilities in software code [6, 7]. This is due 
to the fact that the presence of vulnerable code has a low 
impact on the value of the metrics, which is not sufficient 
to define a piece of code as plagiarism, or in the context 
of this task – as vulnerability.

In this work, the emphasis is on the tree-based approach, 
as it allows detecting clones of all four types, and also has 
higher accuracy compared to other approaches [8]. Another 
advantage of the tree approach is its successful application in 
the tasks of detecting vulnerabilities [9] in the code [10, 11].  
This is explained by the fact that the tree-like structure 
describing the program code conveys not only information 
about the available tokens in the code, but also the semantic 
relationships between them.

The aim of research is to evaluate the effectiveness of 
tree-based methods in the context of identifying duplicate 
code and finding potential vulnerabilities in software code. 
The developed tool allows to provide an effective and ac-
curate (~98.3 %) procedure for searching for plagiarism 
in the code, focusing on C/C++ programming languages.  
In addition, it is also capable of detecting code snippets that 
may contain potential vulnerabilities or security issues. This 
work is aimed at developing a tool that combines high effi-
ciency and accuracy of duplicate detection with reliable detec-
tion of potential vulnerabilities in software code, which will 
contribute to improving the quality and security of software.

2.  Materials and Methods

The object of research in this work is the algorithm 
for searching for duplicates in the program code, based 
on the use of an abstract syntax tree (AST). An AST is 
a data structure that represents the syntactic structure 
of software code, allowing it to be represented as a tree, 
where nodes correspond to syntactic constructs and edges 
show the relationships between them.

The algorithm developed in this paper uses AST to 
detect duplicate code. It analyzes the structural and syn-
tactic features of the program code by comparing AST 

subtrees and finding similar fragments. This approach al-
lows detecting not only textually similar fragments, but 
also clones with similar semantics, which increases the 
efficiency of the duplicate detection process.

The algorithm for finding duplicate code works as follows:
– Building an AST: For a file with code A (the source 
code against which other files are compared), an AST 
is first built. AST represents the code structure and 
its semantics.
– Hashing of AST nodes: Sequences of AST nodes of 
size N are hashed using the SHA256 algorithm [12]. 
Each node in the AST has its own unique hash.
– Building an AST for file B: Similar to step 1, an AST 
is built for the code file B to be checked for plagiarism.
– Hashing AST Nodes for File B: The AST Node Se-
quences of size N for File B are hashed using SHA256. 
Each node receives its own unique hash.
– Comparison of hashes: The number of hashes of file B 
that are present in file A is compared. This can be 
done by comparing two lists of hashes.
– Calculation of the percentage of matches: The percent-
age of matches is calculated by dividing the number of 
matching hashes by the total number of hashes of file B.
– Threshold search: Threshold T is used to decide whether 
file B is a plagiarism of file A. If the percentage of 
matches is greater than threshold T, then file B is con-
sidered plagiarized.
Schematically, this algorithm can be depicted in Fig. 1.
The size of the window N affects the quality of pla-

giarism recognition, so the following algorithm was used 
to determine the optimal value of the window size:

For each value of the window size from 1 to K, a pla-
giarism search was performed, and the average percentage 
of plagiarism was calculated for files with clone type 4 as 
well as for the original files. Accordingly, the first value 
will be considered the upper limit for plagiarism, and the 
second value – the lower limit. The optimal value of N 
will be the value at which the distance between the upper 
and lower limits is maximal.

Thus, the result of the algorithm for choosing the optimal 
value of the window size for hashing looks like in Fig. 2.

 
Fig. 1. Algorithm for finding duplicates based on hashing of AST nodes

Fig. 2. Determination of the optimal window size for hashing: AVG_CLONE – threshold value at which the code is considered plagiarized;  
AVG_ORIG – threshold value at which the code is considered original; DIFF – AVG_CLONE and AVG_ORIG difference module
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As can be seen from Fig. 2, when the window size is N = 6,  
cloned and original code are most clearly distinguished 
and have the largest intercluster distance.

3.  Results and Discussion

In the course of this study, two important problems 
were identified, namely, the search for duplicates in the 
program code and the search for vulnerabilities in the 
program code. In order to study and solve each of these 
problems, separate experiments were conducted.

The first experiment demonstrates the operation of the 
algorithm in the task of finding plagiarism in the code. 
As part of the experiment, a dataset with files of several 
types was created:

– original.cpp – the original file with the code;
– type_1.cpp – type 1 clone. Created on the basis of 
original.cpp with the addition of tab characters;
– type_2.cpp – type 2 clone. Created on the basis of 
original.cpp, in which the variable names were changed;
– type_3.cpp – type 3 clone. Created on the basis of 
original.cpp, in which the values of string literals, some 
calculation formulas, and tabulation were changed;
– type_4.cpp – type 4 clone. Original code that solves 
the same business problem as original.cpp;
– original_2.cpp – original file with code that solves 
a different business problem than original.cpp.
The dataset consisted of 15 files of each type. In Table 1 

presents the results of the algorithm for the above dataset.

Table 1

The results of the algorithm for searching for duplicates

File А File B
Average percent-
age of plagiarism

Recognition accu-
racy at T = 0.6

original.cpp type_1.cpp 100 % 100 %

original.cpp type_2.cpp 100 % 100 %

original.cpp type_3.cpp 77.78 % 97.78 %

original.cpp type_4.cpp 61.11 % 95.11 %

original.cpp original_2.cpp 22.57 % 98.67 %

According to Table 1 information, it can be determined 
that the algorithm is resistant to clones of type 1 and 2. 
This means that it effectively recognizes similar code frag-
ments that have identical text or some variations in the text.

However, for clones of type 3 and 4, the algorithm 
may show somewhat lower efficiency, since the structure 
of the abstract syntactic tree may change significantly for 
these types of clones. This can complicate the process of 
recognizing and detecting such clones in the program code.

It is worth noting that matches between two unrelated 
files, which can be detected by the algorithm, are explained 
by the presence of typical chains of the abstract syntax 
tree, which are present in many different code fragments. 
These typical chains may result from common structural 
patterns or constructs found in many programs.

The second experiment demonstrates the operation 
of the algorithm in the task of finding vulnerabilities in 
software code. As part of the experiment, a dataset with 
the following types of files was used:

– code_not_vuln.cpp – code without vulnerabilities;
– code_vuln_bo.cpp – code containing an example of 
a buffer overflow vulnerability;

– code_vuln_ml.cpp – code containing an example of 
a memory leak vulnerability;
– code_vuln_nd.cpp – code containing an example of 
a null pointer dereferencing vulnerability;
– code_vuln_si.cpp – code containing an example of 
a SQL injection vulnerability;
– bo.cpp – an example of a buffer overflow vulnerability;
– ml.cpp – an example of a memory leak vulnerability;
– nd.cpp – an example of a null pointer dereferencing 
vulnerability;
– si.cpp – an example of a SQL injection vulnerability.
The dataset consisted of 25 type files each for the type 

code_not_vuln.cpp and code_vuln_*.cpp. The vulnerability 
files were presented in a single instance and contained 
a typical example of the vulnerability.

Table 2 presents the result of the algorithm.

Table 2

The result of the algorithm for finding vulnerabilities

File А File B
Average percent-
age of plagiarism

Recognition accu-
racy at T = 0.6

code_not_vuln.cpp bo.cpp 7.14 % 96.00 %

code_not_vuln.cpp ml.cpp 5.47 % 97.60 %

code_not_vuln.cpp nd.cpp 5.56 % 98.72 %

code_not_vuln.cpp si.cpp 11.14 % 94.24 %

code_vuln_bo.cpp bo.cpp 75.40 % 88.16 %

code_vuln_ml.cpp ml.cpp 80.00 % 89.60 %

code_vuln_nd.cpp nd.cpp 82.86 % 87.52 %

code_vuln_si.cpp si.cpp 97.41 % 97.28 %

Analyzing the Table 2, the following conclusions can 
be drawn regarding the recognition of different types 
of vulnerabilities. The best detection indicator revealed 
a vulnerability of the «SQL-injection» type. However, it 
is worth noting that this vulnerability also has the highest 
level of false positives among all considered vulnerabilities. 
This may be because the algorithm finds certain patterns 
that may look like SQL injection, but are not actually 
vulnerabilities.

The «memory leak» and «null pointer dereferencing» 
vulnerabilities are detected with about the same efficiency 
and have similar false positives. This can be explained by 
the fact that both vulnerabilities are related to freeing 
memory, which occurs using the same call (for example, 
the free() function). This similarity in detection and false 
positives may be due to common patterns or characteristics 
of these types of vulnerabilities.

From Table 2, it can be seen that the «buffer overflow» 
vulnerability has the lowest detection rate among all the 
considered vulnerabilities. This may be because the difference 
between vulnerable and non-vulnerable code with respect to 
buffer overflows can only be expressed through the correct 
choice of function, such as using strncpy instead of strcpy. 
However, it is worth noting that the false-positive rate 
for «buffer overflow» is lower than for «SQL injection».

So, on the basis of the results, it can be said that 
the recognition of different types of vulnerabilities has 
its own characteristics and it is worth taking into ac-
count specific contextual factors in order to achieve an 
optimal balance between the recognition efficiency and 
the number of false signals.
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The study showed that the use of AST allows for the 
effective detection of duplicate code and vulnerabilities in 
the software code. The developed tool can help software 
developers reduce maintenance efforts, improve code qua-
lity, and ensure software product security. Also, this tool 
can be used to ensure the highest quality of educational 
processes, for example, to check students’ programming 
laboratory work.

The importance and practical orientation of the research 
is conditioned, among other things, by the presence of martial 
law in Ukraine. First, the rapid development of high-quality 
software code is necessary, and secondly, the training of 
IT specialists in the remote mode requires checking the 
independent tasks of students and trainees using formal 
approaches to control plagiarism in the software code and 
identifying code vulnerabilities.

When implementing the developed system, several im-
portant limitations and aspects that may affect the practi-
cal applicability and effectiveness of the obtained results 
should be taken into account:

1. Limited to only C/C++ programming language.
2. The system does not detect the location where the 

duplicate is present, but only notes its presence.
3. The values of the selected parameters of the algo-

rithm may be less effective for another data set.
Further research can be aimed at improving the algo-

rithm and increasing the accuracy of its operation, as well 
as expanding the list of supported programming languages. 
One potential area of improvement is to extend the ca-
pabilities of the algorithm so that it not only provides 
information about the percentage of plagiarism, but also 
points to the pieces of code that are plagiarized themselves. 
To do this, it is possible to develop an additional table 
that will establish a connection between code fragments 
and their corresponding hashes at the stage of hashing 
the nodes of the abstract syntactic tree.

4.  Conclusions

In this work, experiments were conducted to iden-
tify duplicate code and search for vulnerabilities in the 
program code. The results of the study showed that the 
algorithm based on the abstract syntax tree (AST) demon-
strates resistance to type 1 and 2 clones, that is, it effec-
tively recognizes similar code fragments with identical or  
variant text.

However, for clones of type 3 and 4, which are cha-
racterized by a change in the AST structure, the algo-
rithm may show less efficiency in detection. This is due 
to the difficulty of recognizing and detecting such clones  
that have distinct AST structures compared to normal 
textual changes.

It is also found that the algorithm can detect matches 
between unrelated files due to the presence of typical 
AST strings found in many programs. This can create 
a certain level of false positives, where the algorithm no-
tices similarities, but there are actually no vulnerabilities.
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